Ex.No: 5.a **DIABETES CLASSIFICATION** Date: 24-Jan-2025

**Aim:-**

To train a logistic regression model to accurately predict diabetes based on health metrics.

**Program Code:-**

import pandas as pd

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LogisticRegression

from sklearn.metrics import accuracy\_score, confusion\_matrix, classification\_report

# Load the dataset

data = pd.read\_csv('Diabetes.csv')

#Preview the dataset

print("Preview the data")

print(data.head())

# Select features and target variable

X = data.drop('Outcome', axis=1)

y = data['Outcome']

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# Initialize and train the logistic regression model

model = LogisticRegression(max\_iter=1000)

model.fit(X\_train, y\_train)

# Make predictions on the test set

y\_pred = model.predict(X\_test)

# Evaluate the model

accuracy = accuracy\_score(y\_test, y\_pred)

conf\_matrix = confusion\_matrix(y\_test, y\_pred)

class\_report = classification\_report(y\_test, y\_pred)

print(f'Accuracy: {accuracy:.2f}')

print('Confusion Matrix:')

print(conf\_matrix)

print('Classification Report:')

print(class\_report)

**Output:-**

Preview the data

Pregnancies Glucose BloodPressure SkinThickness Insulin BMI \

0 6 148 72 35 0 33.6

1 1 85 66 29 0 26.6

2 8 183 64 0 0 23.3

3 1 89 66 23 94 28.1

4 0 137 40 35 168 43.1

DiabetesPedigreeFunction Age Outcome

0 0.627 50 1

1 0.351 31 0

2 0.672 32 1

3 0.167 21 0

4 2.288 33 1
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Accuracy: 1.00

Confusion Matrix:

[[1]]

Classification Report:

precision recall f1-score support

0 1.00 1.00 1.00 1

accuracy 1.00 1

macro avg 1.00 1.00 1.00 1

weighted avg 1.00 1.00 1.00 1

**Result:-**

Thus, the program was successfully executed.

Ex.No: 5.b **CREDIT CARD DEFAULT PREDICTIONS** Date: 24-Jan-2025

**Aim:-**

To train a logistic regression model to accurately predict credit card default using customer data.

**Program Code:-**

import pandas as pd

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LogisticRegression

from sklearn.metrics import accuracy\_score, confusion\_matrix

#Load the data

data=pd.read\_csv('Creditcard.csv')

#Preview the data

print("Preview the dataset")

print(data.head())

# Select features and target variable

X = data.drop('Default', axis=1)

y = data['Default']

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# Initialize and train the logistic regression model

model = LogisticRegression(max\_iter=1000)

model.fit(X\_train, y\_train)

# Make predictions on the test set

y\_pred = model.predict(X\_test)

# Evaluate the model

accuracy = accuracy\_score(y\_test, y\_pred)

conf\_matrix = confusion\_matrix(y\_test, y\_pred)

# Print results

print(f'Accuracy: {accuracy:.2f}')

print('Confusion Matrix:')

print(conf\_matrix)

# Print predictions

predictions = pd.DataFrame({'CreditScore': X\_test['CreditScore'], 'Actual': y\_test, 'Predicted': y\_pred})

print(predictions)

**Output:-**

Preview the dataset

CreditScore Age Income LoanAmount Default

0 700 34 50000 20000 0

1 600 45 45000 15000 1

2 650 29 30000 12000 0

3 720 41 60000 25000 0

4 580 36 32000 10000 1
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Accuracy: 1.00

Confusion Matrix:

[[1]]

CreditScore Actual Predicted

1 600 1 1

**Result:-**

Thus, the program was successfully executed.

Ex.No: 5.c **HEART DISEASE CLASSIFICATION** Date: 24-Jan-2025

**Aim:-**

To train a logistic regression model to accurately classify heart disease based on various health indicators.

**Program Code:-**

import pandas as pd

from sklearn.model\_selection import train\_test\_split

from sklearn.linear\_model import LogisticRegression

from sklearn.metrics import accuracy\_score, confusion\_matrix

# Load the dataset

data = pd.read\_csv('Heartdisease.csv')

#Preview the dataset

print(f"Preview the dataset")

print(data.head())

# Select features and target variable

X = data.drop('HeartDisease', axis=1)

y = data['HeartDisease']

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)

# Initialize and train the logistic regression model

model = LogisticRegression(max\_iter=1000)

model.fit(X\_train, y\_train)

# Make predictions on the test set

y\_pred = model.predict(X\_test)

# Evaluate the model

accuracy = accuracy\_score(y\_test, y\_pred)

conf\_matrix = confusion\_matrix(y\_test, y\_pred)

# Print results

print(f'Accuracy: {accuracy:.2f}')

print('Confusion Matrix:')

print(conf\_matrix)

# Print predictions

predictions = pd.DataFrame({'Age': X\_test['Age'], 'Actual': y\_test, 'Predicted': y\_pred})

print(predictions)

**Output:-**

Preview the dataset

Age Sex ChestPainType RestingBP Cholesterol FastingBS RestingECG \

0 63 1 3 145 233 1 0

1 37 1 2 130 250 0 1

2 41 0 1 130 204 0 0

3 56 1 1 120 236 0 1

4 57 0 0 120 354 0 1

MaxHR ExerciseAngina Oldpeak ST\_Slope HeartDisease

0 150 0 2.3 0 1

1 187 0 3.5 1 1

2 172 0 1.4 2 1

3 178 0 0.8 2 1

4 163 1 0.6 2 0

![](data:image/png;base64,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)

Accuracy: 1.00

Confusion Matrix:

[[1]]

Age Actual Predicted

1 37 1 1

**Result:-**

Thus, the program was executed successfully.